Data Structure and Algorithms (JAVA)

![](data:image/jpeg;base64,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)

**6th Lab**

**Semester: Spring 2025**

**Software Engineering**

**Faculty of Information Technology, UCP Lahore, Pakistan**

Table of Contents

[**Session 1: Queue as a Data Structure** 4](#_Toc196292114)

[1.1 Queue using Array-based implementation 4](#_Toc196292115)

[1.2 Queue implementation using Linked List Class 4](#_Toc196292116)

[1.3 Priority Queue 5](#_Toc196292117)

[**Session 2: Custom Implementation of Queue and Double-Ended Queue** 6](#_Toc196292118)

[2.2 Double-Ended Queue using Doubly Linked List 7](#_Toc196292119)

[Session 3: Complexity Analysis 8](#_Toc196292120)

[Session 4: Scenario-Based Case Studies 9](#_Toc196292121)

[Case Study 1: Print Job Management System (Queues using Linked List) 9](#_Toc196292122)

[Case Study 2: Call Center Customer Support (Circular Queue Using Array) 9](#_Toc196292123)

[Conclusion 9](#_Toc196292124)

**Lab Manual: Data Structures and Algorithms using Java**

Objective

In this lab, students will implement queues using various approaches in Java. This includes developing an understanding of queues using arrays, singly and doubly circular lists, and different methods for implementing stack operations. The focus will be on practical use cases and time complexity analysis.

## **Session 1: Queue as a Data Structure**

### **1.1 Queue using Array-based implementation**

class ArrayQueue {

int front, rear, capacity;

int[] queue;

ArrayQueue(int size) {

capacity = size;

front = rear = 0;

queue = new int[capacity];

}

void enqueue(int data) {

if (rear == capacity) {

System.out.println("Queue is full");

return;

}

queue[rear++] = data;

}

void dequeue() {

if (front == rear) {

System.out.println("Queue is empty");

return;

}

for (int i = 0; i < rear - 1; i++) {

queue[i] = queue[i + 1];

}

rear--;

}

void display() {

if (front == rear) {

System.out.println("Queue is empty");

return;

}

for (int i = front; i < rear; i++) {

System.out.print(queue[i] + " ");

}

System.out.println();

}

}

### **1.2 Queue implementation using Linked List Class**

import java.util.LinkedList;

import java.util.Queue;

public class LinkedListQueue {

public static void main(String[] args) {

Queue<Integer> queue = new LinkedList<>();

queue.offer(10);

queue.offer(20);

queue.offer(30);

System.out.println("Queue: " + queue);

System.out.println("Removed: " + queue.poll());

System.out.println("Queue after removal: " + queue);

}

}

## **1.3 Priority Queue**

import java.util.PriorityQueue;

public class PriorityQueueExample {

public static void main(String[] args) {

PriorityQueue<Integer> pq = new PriorityQueue<>();

pq.offer(30);

pq.offer(10);

pq.offer(20);

System.out.println("PriorityQueue: " + pq);

System.out.println("Polled: " + pq.poll()); // Smallest element

System.out.println("After poll: " + pq);

}

}

**1.4 ArrayDeque**

import java.util.ArrayDeque;

import java.util.Queue;

public class DequeQueue {

public static void main(String[] args) {

Queue<Integer> deque = new ArrayDeque<>();

deque.offer(1);

deque.offer(2);

deque.offer(3);

System.out.println("Queue: " + deque);

System.out.println("Removed: " + deque.poll());

System.out.println("After removal: " + deque);

}

}

## **Session 2: Custom Implementation of Queue and Double-Ended Queue**

**2.1 Queue using Singly Linked List**

class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

class LinkedQueue {

Node front, rear;

public LinkedQueue() {

front = rear = null;

}

public void enqueue(int value) {

Node newNode = new Node(value);

if (rear == null) {

front = rear = newNode;

return;

}

rear.next = newNode;

rear = newNode;

}

public int dequeue() {

if (front == null) {

System.out.println("Queue is empty!");

return -1;

}

int val = front.data;

front = front.next;

if (front == null) rear = null;

return val;

}

public void display() {

Node current = front;

if (current == null) {

System.out.println("Queue is empty!");

return;

}

while (current != null) {

System.out.print(current.data + " ");

current = current.next;

}

System.out.println();

}

}

### **2.2 Double Ended Queue using Doubly Linked List**

class Node {

int data;

Node prev, next;

public Node(int data) { this.data = data;

} }

class DequeDoublyLinkedList {

private Node front, rear;

public DequeDoublyLinkedList() {

front = rear = null;

}

public void addFront(int data) {

Node newNode = new Node(data);

if (front == null) {

front = rear = newNode;

} else {

newNode.next = front;

front.prev = newNode;

front = newNode;

} }

public void addRear(int data) {

Node newNode = new Node(data);

if (rear == null) {

front = rear = newNode;

} else {

rear.next = newNode;

newNode.prev = rear;

rear = newNode;

} }

public int removeFront() {

if (front == null) {

System.out.println("Deque is empty");

return -1;

}

int val = front.data;

front = front.next;

if (front != null)

front.prev = null;

else

rear = null; // if deque becomes empty

return val;

}

public int removeRear() {

if (rear == null) {

System.out.println("Deque is empty");

return -1; }

int val = rear.data;

rear = rear.prev;

if (rear != null)

rear.next = null;

else

front = null;

return val; }

public void display() {

Node temp = front;

while (temp != null) {

System.out.print(temp.data + " ");

temp = temp.next; }

System.out.println();

}

}

## **Session 3: Complexity Analysis**

|  |  |  |
| --- | --- | --- |
| **Operation** | **Method (Array / LL / JCF)** | **Time Complexity** |
| Enqueue element | enqueue(element) | O(1) |
| Dequeue element | dequeue() | O(1) |
| Peek front element | peek() / peekFirst() (JCF) | O(1) |
| Check if queue is empty | isEmpty() | O(1) |
| Traverse the queue | Loop through queue | O(n) |
| Search element (JCF only) | contains(element) | O(n) |
| Create queue (array) | Constructor with size | O(1) |
| Create queue (linked list) | Add nodes manually | O(1) per node |
| Create queue (JCF) | Queue<Type> q = new ArrayDeque<>(); | O(1) |
| Capacity check (array) | (rear == size - 1) | O(1) |

## **Session 4: Scenario-Based Case Studies**

### **Case Study 1: Print Job Management System (Queues using Linked List)**

**Scenario:**

A print server maintains a queue of print jobs submitted by users. Jobs are printed in the order they arrive (FIFO). The system allows adding, removing, and viewing print jobs in the queue.

**Tasks:**

* Add a new print job to the queue
* Process (dequeue) the next print job
* View the current job at the front of the queue
* Display all jobs in the print queue

## **Case Study 2:** Call Center Customer Support (Circular Queue Using Array)

**Scenario:**

A customer support call center routes incoming calls into a circular queue. Once a support agent is available, the next caller is dequeued. The circular nature helps reuse the array space efficiently.

**Tasks:**

* Add a new caller to the queue
* Connect the next caller to an agent (dequeue)
* Check who is next in line
* Display all waiting callers
* Handle queue overflow when queue is full

### **Conclusion**

In this lab, students developed a core understanding of queues, deques, and circular queues using Java arrays, linked lists, and Java’s Collection Framework. Real-world scenarios such as print job scheduling and call center management were explored to demonstrate the practical applications of these data structures in handling sequential data and resource allocation.